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ABSTRACT
We present a new user-centered design course that prepares computing undergraduates for software industry jobs such as UI/UX designer, product designer, and product manager. Our course aims to bridge the academia-industry gap and innovates upon prior published HCI courses due to its targeted focus on job preparation, inclusion, and scale. Nearly 200 students (55% women) have taken it in the past two years. We developed its curriculum to align with the needs of modern industry employers and implemented five theory-backed pedagogical principles: 1) industry-relevant project prompts developed in consultation with recent course alumni, 2) final project deliverable optimized for job-seeking, 3) no coding required to foster inclusion, 4) low-stress effort-based grading to further foster inclusion, 5) weekly feedback and chances for revisions. We discuss the theoretical rationale behind these five principles and how instructors can potentially apply them to a broad range of project-based courses across many areas of computing.
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1 INTRODUCTION
User-centered design is a product development process that involves observing and interviewing users to discover their actual needs, creating a series of prototypes, and performing usability testing to refine those prototypes on the path toward a finished product [10,11,26]. Although this methodology applies to many fields, it is especially prevalent in computing: Every widely-used piece of software today was likely developed with a user-centered design approach. In this paper, we first describe this type of job-focused university HCI course that aims to bridge the academia-industry gap [29,30] (see Section 2). We teach at a large public U.S. university (UC San Diego), so scale was critical. Whereas project-based courses at design schools are taught in studios with 10–20 students [1,2], we had to create a course that serves an order of magnitude more students. Nearly 200 students (55% women) have taken our course in its first two years.

This experience report contributes to the computing education literature by presenting five pedagogical principles from our course that instructors can adapt into their own computing project courses:

(1) Industry-relevant project prompts: UI/UX design is a fast-changing field, so each year we use feedback from course alumni working in industry to make project prompts that are the most timely and relevant for current industry jobs.

(2) Final deliverable optimized for job-seeking: After finishing the project, everyone creates a final deliverable, which is a design case study in an industry-standard format that hiring managers are looking for. Our students have gotten jobs as UI/UX designers and product managers in software companies by presenting these case studies to employers.

(3) No coding required: To lower participation barriers and make the course more inclusive, we do not require any coding. Instead students use industry-standard prototyping tools (e.g., Figma), which are much easier for novices to learn.

(4) Effort-based grading: Again to make the course more inclusive, we implemented an effort-based grading policy [16] where students get full credit for simply completing each assignment, regardless of the subjective ‘quality’ of their design work. This way, students coming in with less prior design experience are not put at a disadvantage grade-wise.

(5) Weekly feedback and chances for revisions: Students receive feedback from classmates and TAs each week and then get several chances to revise their prior work in response to such feedback. Since grading is based on effort (see above), our TAs feel very comfortable giving students highly-critical feedback without it harming their grades.
2 RELATED WORK

In the early 2000s, SIGCSE held several panel discussions on HCI education [4, 8], and researchers followed up with experience reports and surveys to document techniques for teaching HCI [3, 7, 14, 22, 25, 31, 33]. These courses varied widely in content, but two common threads emerged: 1) having students implement a team project, 2) offering regular feedback and critiques in small-group studio sessions. Our course follows this standard template but innovates beyond prior courses in its focus on providing industry-relevant project prompts (Section 4.1) and having students create a final deliverable (a case study) that they can present to employers (Section 4.2).

Aberg [3] and Hui [14] surveyed instructors about challenges in teaching HCI courses, and Oleson et al. [24] complemented those findings with student perspectives. One recurring theme was that students perceive the content in such courses to be too abstract, vague, and sometimes ‘obvious’ or ‘common sense.’ As a result, they felt that grading tended to be too subjective and unfair, which our course remedies with its effort-based grading policy (Section 4.4) and weekly opportunities for feedback and revision (Section 4.5).

Another recurring issue is that project deliverables are usually prototypes and reports that students cannot put to good use after the class ends. Aberg recounted that “as for the report of the project work, there was a sense of an unclear aim” [3] so students were unmotivated to write up their findings. He suggested “to get around the problems with lack of motivation one could try to connect it better to the industry.” [3] Our course provides such motivation via industry-relevant project prompts (Section 4.1) and a project report formatted as a design case study that students can immediately put to use by presenting it to employers when job hunting (Section 4.2).

Despite the long lineage of work on HCI education, to our knowledge there have been no papers documenting HCI courses that are designed with industry-relevant job preparation as a core goal. Thus, we contribute to this academic literature by describing a novel HCI (a case study) that they can present to employers (Section 4.2).

3 COURSE OVERVIEW

Our HCI course teaches students to apply a user-centered design process to create a computing-related design project that they write up as a case study in an industry-standard format. The case study they create in our course can be used to directly apply for jobs in the software industry such as UI/UX designer, product designer, and product manager (PM). It can also augment the portfolios of students who are applying for more traditional software engineering and programming jobs. See Section 4.2 for details about what a modern industry-standard design case study looks like (circa 2022).

Student population: We teach at a large public U.S. university containing a large computer science department (over 2,000 majors) and over 2,000 computing-related students in several adjacent departments (e.g., cognitive science, electrical and computer engineering). Our students mostly come from those majors. This is a new elective course that has been offered twice, with 82 students in Fall 2019 (48% women) and 112 students in Fall 2020 (61% women).

4 FIVE PEDAGOGICAL PRINCIPLES

The UI/UX design topics we cover (Table 1) are fairly standard, but what makes our course unique is a set of five principles that we developed to optimize for job preparation, inclusion, and scale.

4.1 Industry-relevant project prompts

A central challenge of project-based courses is what constraints to place on students’ project ideas. At one extreme, instructors could allow students to do projects on whatever they want; this maximizes freedom but often results in bland projects because, in practice, many undergrads are not able to come up with interesting ideas. They often end up creating cliche ‘college student apps’ such

<table>
<thead>
<tr>
<th>Week</th>
<th>Main Concepts</th>
<th>Project Milestone Due</th>
</tr>
</thead>
<tbody>
<tr>
<td>1</td>
<td>Intro. to user-centered design</td>
<td>(none)</td>
</tr>
<tr>
<td>2</td>
<td>User research for needfinding</td>
<td>project proposal, user research plan</td>
</tr>
<tr>
<td>3</td>
<td>Giving design critiques</td>
<td>user research findings</td>
</tr>
<tr>
<td>4</td>
<td>Sketching possible solutions</td>
<td>user personas, competitive audit, UX flows, UI sketches</td>
</tr>
<tr>
<td>5</td>
<td>Low-fidelity prototyping, usability testing</td>
<td>low-fi digital wireframes, initial user testing</td>
</tr>
<tr>
<td>6</td>
<td>(none, time for revisions)</td>
<td>revisions based on feedback</td>
</tr>
<tr>
<td>7</td>
<td>High-fidelity prototyping</td>
<td>hi-fi prototype, user testing</td>
</tr>
<tr>
<td>8</td>
<td>Reaching out to employers</td>
<td>refine prototype from testing</td>
</tr>
<tr>
<td>9</td>
<td>Writing up a case study (1)</td>
<td>revisions based on feedback</td>
</tr>
<tr>
<td>10</td>
<td>Writing up a case study (2)</td>
<td>case study on live website</td>
</tr>
</tbody>
</table>

Table 1: Our user-centered design course for computing students, with project milestones due at the end of each week.
as class selection tools, todo lists, or apps to facilitate on-campus socializing. Thus, some instructors create their own project prompts to provide constraints, but the problem here is that those prompts are not necessarily what appeal to industry employers.

To overcome this limitation, instead of us as instructors coming up with arbitrary prompts ourselves, we surveyed the top-performing students from prior years (some of whom are our current TAs) to have them come up with prompts related to the latest design themes and trends that they have seen recently in the software industry\(^1\). Since these top students often do internships at relevant companies and then go on to full-time jobs there after graduating, they are much more in touch with industry trends.

The exact prompt details vary by year since industry trends evolve over time, but they all follow this general template:

**Extend or redesign a feature of a widely-used [type of software application] to help a [specific type of user] to [do some important task better].**

Critically, students must extend or redesign a feature of an existing widely-used app (e.g., a mobile app, web app, or desktop app that many people use) rather than creating their own from scratch.

**Theoretical rationale:** We use industry-relevant project prompts because of the motivating power of *authenticity*. This is a major theme of Guzdial’s 2015 book on computing education theory and practice [12]. To summarize, students want to feel like they are making ‘the real thing’ with industry-standard practices and not just doing ‘toy projects.’ Guzdial relates authenticity to expectancy-value theory [32], which states that students are more motivated when they see genuine value in what they are assigned to do.

**Potential benefits:** Our prompt template has three benefits:

- It makes for more compelling job applications since it is a more realistic simulation of what new hires do in industry. Employers want to see how students can work within the constraints of existing apps rather than making their own app from scratch (which employees rarely do in industry).
- It forces students to work within the constraints of widely-used popular apps and to solve problems faced by real people. This prevents them from making up cliche ‘toy project’ ideas that look amateurish when presented to potential employers.
- Honing in on a specific feature provides focus and eliminates overly-vague goals like “I want to redesign Skype and Zoom!”

Each term the course staff creates around half a dozen prompts to account for a diverse variety of student interests as well as recent industry design trends. For instance, in the most recent offering (Fall 2020) we created a set of timely prompts related to improving value theory [32], which states that students are more motivated because of the motivating power of *authenticity* that many people use) rather than creating their own from scratch.

**Figure 1:** Excerpts from two case study webpages created by students in our course (full case studies too long to fit here). a) problem motivation and user personas for extending Google Calendar for K-12 education. b) user-testing and refining an extension of the Quizlet online education app.

- **enhancing popular mobile apps to coordinate access to healthcare services while minimizing risks of venturing outside**
- **redesigning FaceTime to better connect older adults with family members to keep emotional ties when quarantined**

### 4.2 Final deliverable optimized for job-seeking

Many project-based courses provide the raw materials for students to present in their portfolio when job-hunting, but they suffer from the last-mile problem [27]: these courses never teach students how to write up their project work in a format that appeals to employers. Instead, students are left to figure this all out by themselves. As a result, even though they have put in all the work to complete a project, many find it hard to traverse that vital “last mile” to turn it into a compelling addition to their portfolio that employers value.\(^2\)

We address this last-mile problem by explicitly teaching students how to write up a *design case study* and upload it to a real portfolio website as the final deliverable of our course. A case study is a blog-post-like webpage that shows how a student adopted a user-centered design process from the start of a project all the way to the finished product; it explains the analytical reasoning behind all the various design decisions made along the way. Figure 1 shows two excerpts from case studies made by our students. The exact details are unimportant, but these case studies mix explanatory text with images, mock-up app screenshots, and sometimes animated GIFs or embedded videos that demonstrate user interactions.

---

\(^1\)**Some courses connect students with real industry clients, which is even more realistic but is very hard to scale since the staff needs to manage those connections** [10, 14, 31].

\(^2\)**The last-mile problem [27] is a term from communications, infrastructure, and logistics design that conveys the difficulty of connecting end-to-end. For instance, a subway station may be located over a mile away from many commuter’s homes or offices, so they also need to carry bicycles or skateboards with them to cover that last mile.**
Employers have told us that these case studies are the most important part of a student’s portfolio when they apply to jobs such as UI/UX designer or product manager. They read case studies to get a sense of applicants’ skills as an analytical and design-oriented thinker. This is why in our course we teach students to write a case study on their project in an industry-standard format that appeals to employers. Specifically, we guide students to write up the ‘behind-the-scenes’ details of their design process, justifications, and rationale so they are not simply showing the final product. Our curriculum is available at [link anonymized for submission], and we have adapted content from industry guides for case studies [28].

**Theoretical rationale:** Similar to industry-relevant project prompts (Section 4.1), we guide students to create real case studies because of the motivating power of authenticity [12]. According to expectancy-value theory [32], we believe that students are more motivated when the final product they create in our course is a case study that looks like those that have helped their peers to get industry jobs.

**Potential benefits:** Several students have already emailed us to report that they directly used the case study from our course to obtain their first design-related internship in the software industry.

In addition, although some tech-savvy students already know how to create case studies and portfolio webpages, many computing students who come from less privileged backgrounds have not done so before. Thus, by teaching them how to do this step-by-step in our course, we hope to improve equity and inclusion in our field. Here is a relevant anecdote from an end-of-term course review survey that we conducted (students consented to having their anonymized feedback potentially appear in academic publications):

“The best part is I finally made a portfolio/website for myself to showcase my project (and hopefully future projects) to potential employers. Even though I’ve always heard that a portfolio was one of the most valuable things for a college student, it was something that I never thought I would ever do. This was due to lack of knowledge and lack of projects that I felt were worthy enough to display. Now, instead of skipping the section for ‘Personal Website’ on job applications, I can confidently lead them to my website to showcase my abilities.”

4.3 No coding required

Students often design mobile or web applications in their project-based computing courses, so it seems natural to have them also implement their designs in code. We have taught several such courses in the past and one author, in his role as the undergraduate education chair in his department, has spoken with many students about their perceptions of these programming-heavy courses. We found that while such coding-intensive courses give students the chance to implement real software, the complexities of coding overshadow the higher-order lessons we want to teach them about design. What often happens is that students spend an enormous amount of time on the myriad complexities of setting up, debugging, and interfacing with libraries to implement modern mobile or web applications. And due to the short time-span of such courses, students often end up with a final product that is buggy and unpolished, which does not make for a compelling portfolio piece to show employers.

Thus, in our course we do not require any coding. Instead, students create prototypes of mobile or web apps using industry-standard UI prototyping tools such as Figma. These are GUI tools that UI/UX designers in industry use to prototype the look-and-feel of user interfaces along with user interactions and animations, all without needing to write any code. Figure 2 shows how students use Figma to prototype an extension to Twitter’s iOS app UI by modifying pre-made iOS UI components; the resulting prototype looks similar to a real app and can even have simple interactivity.

This decision also aligns well with what employers are looking for since when students apply for jobs related to UI/UX/product design, they are not required to code; instead, employers read their case studies to assess their skills in reasoning about the user-centered design process. They understand that the app screenshots in case studies are mock-ups created using tools such as Figma (e.g., Figure 2) and thus do not expect to see a fully-functional app.

**Theoretical rationale:** Aside from the authenticity benefits of non-code prototypes being what industry employers expect when hiring designers (who are evaluated differently from software engineers), not requiring coding also has benefits for inclusion. Prior work has shown that one way to make courses more inclusive in terms of gender and other demographics is to not equate computing with geek stereotypes of pure coding prowess [20]. As one data point, our enrollments so far have been 55% women (200 total students), which is much higher than our CS department baseline of 25%.

**Potential benefits:** Prototyping tools like Figma lower barriers to entry and enable students to create much more polished prototypes than they would be able to do in code. They also promote inclusion by not putting students with less prior coding experience at a disadvantage. Here is a course review from a student who self-identified as a novice programmer:

“I especially liked how this class did not require coding as that is the one thing in life that I am 100% completely horrible at like [getting] 24% on programming assignments type of horrible. I like how I got to focus on the research and designing and using the prototyping tools that came with Figma.”
Even experienced programmers can benefit from not coding in our course since it lets them focus more on high-level design ideas rather than low-level code details. Here is a relevant student review:

“This course forces you to think about how effective an application is at achieving its goal. As a computer science student, this juxtaposed with the content I am used to hearing and learning, where an application’s main goal is to have properly working algorithms and provide the correct output. Oftentimes, I believe people overlook the importance of an application’s control flow and user interface.”

4.4 Effort-based grading

From our experiences teaching many software engineering and HCI project-based courses in the past, one perennial challenge we face is how to do grading in a fair and efficient way. One traditional way has been to use rubrics [19], which are checklists of requirements for each project component. However, some students perceive rubrics to be too restrictive on their creativity, since they must resort to ‘checking off the boxes’ to earn the respective points; likewise, our TAs have found grading with rubrics to be very time-consuming since they must tediously validate whether each students’ submission meets each rubric item. We would also like to assess the ‘quality’ of student projects, but doing so is fraught with bias since each TA has different tastes as to what makes for a ‘good’ project. Unlike in, say, a mathematics course, there is often not a ‘right’ or ‘wrong’ answer in open-ended design projects [14].

Our theory-backed solution to these issues is to implement effort-based grading [16]: students get full credit on each weekly project milestone if they put in the effort to turn it in on time (we allow a few late days for emergencies). Each week students can get 2 points: 1 for turning in the milestone and 1 for giving peer feedback to classmates on the prior milestone (see Section 4.5). The only ways to get a 0 score are either not to turn anything in or to turn in something meaningless (e.g., writing a random jumble of words). This means students who put in the effort to complete all project milestones will earn 100%, regardless of the ‘quality’ of their work. Percentages translate into letter grades using a standard A–F scale.

Theoretical rationale: Our policy is directly inspired by the progressive concept of labor-based grading contracts from humanities classes [16]. The theoretical justification there is one of equity: it is hard to be ‘objective’ in judging student work in the humanities, especially when students come from diverse cultural and socioeconomic backgrounds. Thus, the developers of this method argue that the most equitable and ethical way to assign grades is by whether a student has put in the effort of labor to complete each assignment.

Potential benefits: Although readers may be skeptical of this grading policy, we have gotten tremendous benefits from it. For instance:

- It mostly eliminates subjectivity and bias in grading, since TAs are not assigning grades based on perceived quality. (There is still some subjectivity in determining whether a student has ‘completed’ a milestone, but that is much easier to agree on than judgments of quality. To calibrate, other TAs and the instructor will take a look at borderline cases.)
- TAs spend very little time on grading and can devote the majority of their time to mentoring students’ projects and giving them honest feedback. This policy empowers them to give candid, constructive, and even highly-critical feedback to students without worrying that it may hurt their grades.
- Students do not need to follow a rubric to get credit, which gives them more creative freedom. From a student review: “I also liked that the class gave you points as long as you clearly put in effort. It took away the stress of trying to make the case study fit a certain mold rather than make it our own.”
- It fosters inclusion by not putting those with less design skills at a disadvantage. From a student review: “The grading scale for this class was really generous because it relieved a lot of the stress and worries I had coming into this class because I’ve never done a case study this complicated before.”
- Finally, having TAs not spend an inordinate amount of time on weekly grading has been a very effective way for us to scale to larger enrollments without overburdening our TAs.

Informal assessment: Why would students put in the effort to do a good job when they can still get an A grade with minimal effort? We encouraged students to put in their best effort by reminding them that they are working toward making a real case study that can land them real jobs; we presented direct evidence of their TAs and other former students getting jobs using these sorts of case studies, so that often provided sufficient motivation.

As a preliminary assessment, after the Fall 2020 term ended, TAs looked over all 112 students’ final case studies and judged their quality (this was not part of their grade). They determined that 21 case studies were top-notch, with 9 more earning ‘honorable mention.’ That means 30 out of 112 students (27% of the class) did outstanding work even without grades as a motivator. On the flip side, our TAs found only 7 case studies that were very sub-par in quality. This is not a formal assessment by any means, but at least it gives us some indication that the majority of students were still motivated to put in effort despite not being graded.

4.5 Weekly feedback and chances for revisions

TAs give feedback to students each week both synchronously during Friday studio sections [15] (each TA has around 20 students) and asynchronously via comments left on their milestone Google Docs.

In addition, when students turn in each weekly milestone, they must also give feedback to two of their classmates about their prior milestone (they get assigned a different set of classmates each week). To prime students to give peer feedback that is specific, actionable, and constructive, we demonstrate examples of good and bad feedback in class. To guard against rude comments, we also have a Code of Conduct that counts for a few points in their grade.

We leave Weeks 6 and 9 free for students to revise milestones after the Fall 2020 term ended, TAs looked over all 112 students’ final case studies and judged their quality (this was not part of their grade). They determined that 21 case studies were top-notch, with 9 more earning ‘honorable mention.’ That means 30 out of 112 students (27% of the class) did outstanding work even without grades as a motivator. On the flip side, our TAs found only 7 case studies that were very sub-par in quality. This is not a formal assessment by any means, but at least it gives us some indication that the majority of students were still motivated to put in effort despite not being graded.

Theoretical rationale: The process of continual formative feedback, reflection, and revision is core to the theory of studio-based design education [15, 25, 31]. We extend those ideas online by having students and TAs leave feedback asynchronously via Google Docs comments. In addition, prior work has shown that the act of
giving feedback to peers helps students to indirectly reflect on and improve their own work [13]. Our students give feedback to 20 of their classmates throughout the term (2 each week x 10 weeks).

Potential benefits: Instead of just seeing a grade and then hurriedly moving onto the next assignment, students get a chance to revise based on feedback to apply what they learned. From a review:

“I wish other college courses were similar to this format because you get to revise your work through the TA’s critique, without it hurting your grade. Far too many college courses deduct points without telling you why, and are paced in a way that you can’t even reflect on your mistakes.”

Students also benefit from their classmates’ perspectives (again without it affecting their own milestone grades). During the ten-week term, each student sees feedback from 20 classmates (two each week). Note that this means each student also looks at 20 classmates’ projects throughout the term, which may indirectly give them design inspiration for their own projects.

Finally, peer feedback helps with scale since students can get feedback from a large cohort of classmates in addition to TAs [13].

5 INFORMAL ASSESSMENT FROM STUDENTS

Since this is an experience report and not a formal research paper, we do not have a rigorous assessment of course outcomes. That said, we have provided student anecdotes from course reviews throughout this paper to give some indicators of potential benefits. Many student comments praised the pragmatic nature of our course:

“Dear Future Students, TAKE THIS CLASS! It is hands-down the most practical class I have taken in my three years at [university]. […] This is the only class I’ve taken so far in my three years at [university] that might actually help me find a job as it guides you through the process of writing a case study for your portfolio.”

Perhaps the best indicator of success is if students actually get jobs using the case studies they created in our course. We have some anecdotal evidence of this happening via a few student emails sent to us so far, but we have not done a formal study.

Even though student evaluations are biased [5, 6, 9], we present an overview here for reference: 97% of students in our first offering chose Yes for ‘I recommend this course’ and 100% did for our second offering (which is rare for courses with over 100 students). In those years, the most similar project-based HCI/UX design courses in our department had ‘I recommend this course’ votes of 61%, 67%, 89%, and 92%. And our department average over all courses was 85%.

Critiques from student reviews: While not requiring coding opens up opportunities for more creative and ambitious projects, some advanced CS students wanted the opportunity to learn more about the implementation details of coding up user interfaces. Also, not having a real implementation makes it harder to do authentic usability testing; students can only test using mock-up prototypes. Some students found the workload to be uneven across different weeks, so we could do a better job at smoothing out the pace. Finally, TAs varied in their design and pedagogical expertise, so we are now exploring ways of having students get personalized attention from multiple TAs rather than only their one assigned TA.

6 CALLS TO ACTION FOR CS INSTRUCTORS

Even though our course was on HCI, we believe that the five pedagogical principles we implemented can apply to other project-based computing courses as well. These include courses in sub-fields including (but not limited to) software engineering, computer systems, A.I., graphics, security, and data science. Although the specific technical content, project prompts, and concrete deliverables will differ widely across computing sub-fields, the spirit behind these principles can transfer well. Thus, here are our calls to action:

(1) Industry-relevant project prompts: We encourage instructors to ask the top-performing alumni of their courses (who are now in relevant industry jobs) for what the most compelling modern trends are in their field. What would alumni like to see in resumes and portfolios when hiring new colleagues at their organizations? Use these insights to create course project prompts that can help students get those jobs.

(2) Final deliverable optimized for job-seeking: We encourage instructors to address the “last-mile” problem by teaching students how to turn their projects into a final deliverable that can be directly presented to employers. This will take different forms for different CS sub-fields (e.g., in HCI it is a design case study), but again recent course alumni will have a good sense of what is required for a strong portfolio entry.

(3) No coding required: Consider not requiring coding as a way to lower barriers to entry and to make the course more inclusive to people with less experience. We acknowledge that programming is essential for some CS courses, but consider the use of alternative non-coding tools when possible.

(4) Effort-based grading: To improve inclusiveness, consider a low-stress effort-based grading policy. We have found that students can still do excellent work on projects if they are motivated by the outcome (e.g., if it helps them to get internships and jobs). This will also help your class scale better by enabling fewer TAs to manage higher enrollments without burning out from spending so much time on grading.

(5) Weekly feedback and chances for revisions: Train students to give good peer feedback to one another and provide them with time to revise assignments based on feedback. Also, it is important to decouple feedback from grades (e.g., using effort-based grading) so TAs can feel comfortable giving critical feedback without worrying about harming their students’ grades. Doing so also fosters a collaborative (rather than judgmental) relationship between TAs and students.

7 CONCLUSION

We have presented a novel user-centered design course that guides students through a computing-related design project that they write up as a case study in an industry-standard format. Our course innovates upon prior HCI electives with its explicit focus on job preparation, inclusion, and scale. Our students have used these projects to get software industry jobs as UI/UX designers and product managers. While creating this course, we developed five pedagogical principles based on research in authenticity [12, 32], inclusion [20], effort-based grading [16], and peer feedback [13]. We encourage computing education researchers to use the ideas presented in this experience report as the basis for more formal studies of efficacy.
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